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## Purpose of this Document

This document is mostly a raw list of the products to produce within the project *Circle Language Spec*. The goal and strategy were already described in detail in another document: *Circle Language Spec Strategy.*

## Topics Roughly

### Topics To Cover

Things desirable for the new programming language:

- Fundamental Principles

- Coding Concepts

- Diagrams

### Fundamental Principles

The *Fundamental Principles* are more or less the *goals* of the language.

They are quite abstract. The main groups of topics are:

- Achievability

- Exchangeability

- Extensibility

They also explain how things might work in harmony to achieve the goals.

### Expression

Also covered, would be the basics of how you would be expressing yourself in the new language:

- Diagram & Text Code Expression

## Topic List Detailed

Roughly ordered by level of difficulty (roughly equal to the priority), this list is quite big, because of the split up into tiny little subjects. You may find a lack of explanations here. That has a reason. If there were an explanation of a topic, you might find it in the actual Circle Language Spec documentation. If it is not there, the intention is then to make that explanation at some point. It's just not there yet.

### TODO

#### Coding Essentials

After the phase described below, the aim is that the coding concepts might form a complete OO language.

##### Coding Concepts

###### Object Resolution

- Object Resolution

- Overriding

- Overloading

- Shadowing

- Melding

~ Hiding

- Interface Resolution

- Default Member

- Cascading Overriding

- Ambiguity

- Implicit Conversions

- With Blocks

###### Type Control

###### Classes, Relations & Static

- Static

- Classes (update)

- Relations (update)

A.o.:

- Relation Direction

- Relations to Pointers

###### Redo Themes

- Object articles update

- System Objects articles update

- Getters and Setters.

- Commands articles update

- Parameters articles update

- Globality articles update

- Execution Control articles update

##### Other Requirements

- Data Concepts:

- Enums

- Object Order

- Objects:

- Multiplicity (part done)

#### Automatic Diagram Organization

At this point the coding concepts may be complete, but without the diagrams being organized automatically, the effectivity of the language might be considerably limited.

##### Diagrams

- Diagram Metrics

- Spiraling

- Force-Based Ordering

- Object Order

- Basic Diagram Elements

- Relational Rings

- Other Diagram Expression Topics:

- Simplification Slider

#### Evaluate

This may be a crossroads at which you migh switch to releasing it into the world.

The language might be able to do without anything put here below.

### Postponed

These topics might not be essential or are considered already adequately, yet not fully described.

#### Overview

Nice To Have:

- Namespaces, Aliases

- Coding Concepts Misc: Conversion, Conditions

- Diagram Topics Misc

- Expression Misc

- Fundamental Principles Already Worked Out

- Uncategorized Coding Concepts

- Language Summary

#### Coding Concepts

- Introduction

##### Identifiers (part done)

- Namespaces

- Aliases

##### Conversion

- Conversions

##### Conditions

- Conditions

- On Commands

- On Object Values

##### Black Box

- Miscellaneous Issues (not finished)

- Deeper Exclusion

- Protected

- Internal

- Objects Take Over Class Access Control

- Side-Issues (not finished)

- Private Names

- Inclusion

- Black Boxing and User Access Control

- Programmers and Users

- Details to Cover Last (not finished)

- Details, May Not Cover (not finished)

##### Interfaces

- Mutual Commands, Mutual Interfaces (not finished)

- Extensive Classification with Interfaces (not finished)

##### Errors

- Errors

- Warnings

- Structure Errors

##### Uncategorized Coding Concepts

- Special Access

- Global Access

- Clause Access

- Interface Access

- Multiple Language Layers

- This

- Redirection

Where did these go?

- Value Direction

- Clone

##### Circle Language Spec Summary

#### Other Expression Topics

- Expression Mixing

- Specialized Expressions

#### Diagrams

- Coloring

- Abusing Diagram Expression

- Abstract Diagram Expression

#### Fundamental Principles

The list of fundamental principles might be extended in a future project. The idea is: use the ideas in the idea box, but do not write all the articles, but do add a description to the Contents page.

- Introduction

##### Exchangability Principles

- Introduction

- Diagram & Text Code Expression

- Attributes Are Objects

- Command = Executable Object

- Hand Signs

- Hand Writing

##### Extensibility Principles

- Introduction

##### Achievability Principles

- Introduction

### Done

#### Coding Concepts

##### Identifiers

- Identifiers

- Omitted Identifiers

##### Objects

- Objects

- Sub-Objects

- Object Reference

- Related Objects

- Nothing

- Values

- Multiplicity (part done)

- Attributes

- Target Objects

##### Classes

- Classes

- Class Commands

- Class Reference

- Target Classes

##### Relations

- Referrers

- Class Referrers

- Related Classes

- Relations

- Dual & Unary

­

­­- Relations Between Objects

- Relation to a Pointer

- Relation Synchronization

##### System Objects

- System Objects

- System Aspects

- Object-Bound & Reference Bound Aspects

- System Commands

- System Commands for the Referene Aspect

- System Commands for the Object Aspect

- System Commands for the Class Aspect

- The Extra Commands & Overloads

- System Commands for the Value Aspect

- System Commands for the Clone Aspect

- System Commands for the Name Aspect

- System Commands for the Data Aspect

- System Commands for the Execute Aspect

- System Commands for the Existence Aspect

- System Commands for the List Aspect

- System Interfaces

- System Interface of an Object

- System Interface of a Related Item

- System Interface of a Related Item

- System Interface of a Related List

- System Interface of a Related List Item

- Use-Command Gets Another Aspect

- Aspect-In-A-Triangle

- System Interfaces of Objects & References

- Preliminariness of System Interface Notation

- Assignment

- Pointer Assignments

- Assignment With Pointer Source

- Cross-Aspect Assignments

- System Command Call Notations

- System Interface Comm Call Notation

- Simplified System Comm Call Notation

- System Comm Call with Argument Notation

- Explicit Get & Set Notation

- Explicit Get & Set Arguments Notation

- Completely Explicit Display

- Connectors (part done)

- Connections (part done)

- System Command Calls by User

- Objects Floating Around

- System Command Extension (part done)

- Parameters For Objects (part done)

- Ancestry Terms (part done)

- Assignment in Text Code (part done)

##### Commands

- Commands

- Commands Implementation (not finished)

- Execute Once

- Executable Command

- Inactive Command

- Command Definition

- Command Call

- Command Reference

- Clause

- Inactive Clause

- Active Clause

- Start & Stop

- Start & Stop Implementation (part done)

- Command Anywhere

- Changing Inactive to Executable

- Sub-Commands

- Command References Inside Commands

- Executables & Executions

- Procedure

- Resolution When Not Allowed For Commands

- Parent Controls Its Sub-Executions

- Sub-Commands Are Never Referenced

- Beware of Active Command References

- Sub-Commands Not Manually Started

- Public Inactive Clause = Command Out Parameter

- Creation Behavior of Calls

- Creation Behavior of Clauses

- Creation Behavior of ‘Inactive Calls’

- No Overhead Of Command Creation

- No Circular Command Creation

- No Private Contents in a Call in a Definition

- A Call in a Call Shows Privates When Running

- Active Command in Inactive Command

- Reading & Writing Parameters

- Comparison to CPU-Like Calls (part done)

- Example Diagrams (folder)

- Command Calls in a Command Definition in a Diagram

- Command Calls in a Command Call in a Diagram

- Command Calls in a Command Reference in a Diagram

- Parameters in a Command Definition in a Diagram

- Parameters in a Command Call in a Diagram

- Parameters in a Command Reference in a Diagram

- Private Objects in a Command Definition in a Diagram

- Private Objects in a Command Call in a Diagram

- Private Objects in a Command Reference in a Diagram

- Command References in a Command Definition in a Diagram

- Command References in a Command Call in a Diagram

- Command References in a Command Reference in a Diagram

- Clauses in Clauses in a Diagram

- Inactive Clauses in a Command Definition in a Diagram

- Inactive Clauses in a Command Call in a Diagram

- Inactive Clauses in a Command Reference in a Diagram

- Active Clauses in a Command Definition in a Diagram

- Active Clauses in a Command Call in a Diagram

- Active Clauses in a Command Reference in a Diagram

- Command Calls in an Inactive Clause in a Diagram

- Command Calls in an Active Clause in a Diagram

- Parameters in an Inactive Clause in a Diagram

- Parameters in an Active Clause in a Diagram

- Private Objects in an Inactive Clause in a Diagram

- Private Objects in an Active Clause in a Diagram

- Command References in an Inactive Clause in a Diagram

- Command References in an Active Clause in a Diagram

- Inactive Command Object Redirection

- Inactive Command Class Redirection

- Executable Command Class Redirection

- Executable Command Object Redirection

- Target Command Object

- Target Command Definition

- Recursion

- Implementation of System Commands

- Command Object Referrers (part done)

- Command Definition Referrers (part done)

##### Parameters

- Relations Between Commands & Objects

- Parameter Passing

- Joint Display of Access Connectors & Object Relations

- Integration of Parameter Concepts

- Required & Optional

- Variable Amount of Parameters

- Return Values

- Parameter Order

- Miscellaneous Parameter Topics

- Parameters & Arguments

- Parameters For The Add Command

##### Globality

- Globality

##### Execution Control

- Execution Control

- Conditional Execution

- If

- Else If

- Select Case

- Select Case (exact value)

- Select Case (split formula)

- Loops

- For

- For (range)

- For (conditional)

- For Each

- While

- Until

- Jumps

- Normal Execution Order

- Label & Goto

- Call & Return

- Exit Command

- Loop-Related Jumps:

- Continue

- Exit Loop

##### Black Box

- Introduction

- Black Box Main Concepts

- Public & Private

- Friend Declaration

- Notations of Private

- Friend Declaration in Instances

- Public & Friend Connections

- Access Controlling Aspects

- Object-Bound, Reference-Bound & Access Control

- Public & Private Connectors

- Public & Private Connections

- Public & Private Assignment

- Assignment between Friend Members

- Friend = Wavy Line

##### Interfaces

- Introduction

- Interfaces Main Concepts

The general notation

Interface = Publics

Interface & implementation

Interface = Objects Melting Together

Interface = Contract

Mutliple Interfaces

Interface Type Controls

Explicit Interfaces

Implicit Interfaces

Polymorphism

Interface Object Resolution

Inheritance

Main Usages of Contracts:

a contract = a guarantee

a contract = a contract of usage

a contract = a contract of participation

- Interface Aspect

- Interface Commands for the Interface Aspect

- Interface Commmands for the Interface Merging Aspect

- Interface Aspect in System Interface

- Interface Assignment Types

- Interface System Command Calls

- Interface Connectors

- Interface Connectors

- New Command with Interface Parameter

- Command Interfaces

- Interface Referencing and Redirectioning (examples)

- Member Grouping

- Relations Through Interfaces

- Interface Referrers

- Reliability of Interfaces

- Group By Source

- Imaginary Backward Relations

- Target Interfaces

##### Events

Basic Concepts:

*- Events Introduction*

*- Prime Event Example: Button Clicked*

*- Events Main Concepts*

Main Notation of Events

Event Procedure / Event Implementation

Event Connector

Event Raising

Call to Parent

Event Implementation & Connector

*- Event Situations*

Multi-Cast Events

Multi-Cast in Same Parent

Event with Parameters

Event from Deeper Object

*- Explicit Implementation of Event Object*

*- Explicit Interface of Event Object*

For the sender

For the receiver

*- Event Interface Reference*

*- System Events*

Changed Events

Changing Events

Get Events

Use Events

List Events

Execution & Existence Events

Pointer to Pointer Events

*- System Events in Normal Notation*

*- Simplified System Event Notation*

*- System Event Parameters*

*- System Event Design Choices*

Misc topics:

*- Qualified Event Names*

*- Interaction Events*

*- Black Boxing Events*

*- Event Alternatives*

##### Inheritance

- Inheritance Introduction

- Inheritance Main Concepts

- Class Inheritance

- Object Inheritance

- List Inheritance

- System Inheritance

- Interface Inheritance

- Specialization

- Specialization & Data Replacement

- Altering the Member Set

- Member Addition

- Member Exclusion

- Member Inclusion

- Detouring Members

- Shadowing

- Overriding

- Altering Command Implementations

- Command Extension

- System Command Extension

- System Command Overriding

- System Command Shadowing

- Sys Comm Exten By Shadowing

- Sys Comm Exten By Overr (Questionable)

- Sys Comm Overr By Extension

- Destructive & Non-Destr Spec Methods

- Misc Inheritance Situations

Command Inheritance

Backward Relation to Derived Classes

Multiple Objects Sharing one Base Object

Inheriting Multiply from the Same Class

- Enforcing & Preventing Specialization

Protected

Overriding

Optional / Required

Requirements for Other Side of Connection

Gut Feeling

Applied to Concepts from Other Languages

Protected

Virtual

Abstract Member

Abstract Class

Sealed / Final Class

Interface / Interface Member

Non-Overridable

More Combinations

Courtesy

Enforcing & Preventing Other Specialization Methods

Preventing Pre-Extension with Cancellation

Preventing & Enforcing Data Replacement

- Deeper Specialization

Deeper Exclusion

Deeper Inclusion

Deeper Member Addition

Even Deeper Member Addition

Deeper Shadowing

Deeper Overriding

Deeper Command Extension

Deeper System Command Extension

Deeper System Command Overriding

Deeper System Command Shadowing

The Deeper Specializations Structure

- Alternate Version Through Inheritance

- Extending System Objects (Older)

(This older article was left in tact to save time.)

#### Diagrams

- Basic Diagram Elements

#### Fundamental Principles

##### Exchangability Principles

- Data = Code

- Programming Language = Database

- Designtime = Runtime

- User = Programmer

- Clear Cut Coding Principles

- Hyperlinks = Referential Structure

- User Interface Not Procedure Oriented

- Symbol = Creator

##### Extensibility Principles

- Reflection

- Module Integration

##### Achievability Principles

- Generic, No Generators

- Small Code Base

- Computer Language Programmed Within Itself

- Everything Only ( Lack Of Choice = Guarantees )

- C++